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ABSTRACT
In this demonstration we present a preference-aware relational query answering system, termed PrefDB. The key novelty of PrefDB is the use of an extended relational data model and algebra that allow expressing different flavors of preferential queries. Furthermore, unlike existing approaches that either treat the DBMS as a black box or require modifications of the database core, PrefDB’s hybrid implementation enables operator-level query optimizations without being obtrusive to the database engine. We showcase the flexibility and efficiency of PrefDB using PrefDBAdmin, a graphical tool that we have built aiming at assisting application designers in the task of building, testing and tuning queries with preferences.
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1. INTRODUCTION
Database systems support a boolean query model where conditions are considered hard and a non-empty answer is returned only if it satisfies all of them. However, this model is often too strict. For example, consider a movie rental application and a user looking for 2011 movies with Adam Sandler and Tom Hanks. Since no such movies exist, it may be preferable to consider the query criteria as soft (i.e., preferences) and return 2011 movies with any of the two actors. Incorporating preferences into database queries is also important in query personalization. For instance, taking into account a user’s preferences for comedies can help focus her query about recent movies, which would otherwise return too many results.

Several approaches to integrating preferences into database queries have been proposed and can be roughly divided into two categories. Plug-in approaches (e.g., [4, 5]) provide a query translation layer on top of the database that allows expressing and executing queries with preferences as ordinary queries over ordinary database relations. However, the way preferences will be translated is typically hard-coded in the application logic, offering limited control to the application developer. Further, each preferential query might require several ordinary queries to be expressed, thus affecting query performance. On the other hand, native methods (e.g., [3, 7]) inject a new preference operator into the database engine. Each approach exhibits better performance compared to a plug-in approach, but has limited flexibility, because the supported query type (e.g., top-k [7] or skyline [3]) is now hard-wired into the preference operator. One solution to enhance flexibility is to implement multiple preference methods in a single database system. To make this practical, FlexPref [6], built inside the query processor, allows different preference evaluation methods to be implemented in a single extensible source code, and subsequently be used inside database queries.

In an effort to deal with the aforementioned limitations, we have followed a different path and we have developed PrefDB, a preference-aware relational system that transparently and efficiently evaluates queries with preferences [2]. PrefDB uses an extended, preference-aware, relational data model and algebra that allow explicitly formulating different flavors of preferential queries. Database tuples have scores and confidences that reflect preferences. Preferences appear inside queries as first-class citizens with the help of a new operator: the prefer operator has as inputs a relation and a preference on this relation and outputs the relation with new scores and confidences. In contrast to other approaches (e.g., [3, 6, 7]), the prefer operator does not disqualify tuples (i.e., preferences are treated as soft constraints), hence it does not restrict the type of queries with preferences that can be supported. Another difference with native approaches is PrefDB’s hybrid implementation, which is closer to the database than plug-in approaches enabling fine-grained optimizations, yet not as obtrusive as native ones.

By pushing preferences into the database, PrefDB offers improved expressiveness and simplified engineering for the application designer. In order to demonstrate these capabilities, in the spirit of visual tools that allow application designers to build and evaluate queries over traditional databases, we have developed PrefDBAdmin: a graphical tool that provides similar (but extended) functionality for queries with preferences over PrefDB. PrefDBAdmin allows an application designer to perform the following tasks:

- Manage user preferences, group them into profiles and select which ones and how they will be used in queries.
- Build and execute preferential queries, select among a set of available execution strategies and configure various query parameters such as the expected number and type of results (i.e., top-k, skyline), score and confidence thresholds, and so forth.
- Inspect the query execution through a built-in console, explore the preference-aware query plan followed, and browse statistics and profiling information available for their queries.

In this demo, we will use PrefDBAdmin as a means to expose the functionality and flexibility of PrefDB. We will also showcase how...
application designers can build, test and tune preferential queries.

Outline. Section 2 provides an overview of the preference and query models used in PrefDB and Section 3 describes the PrefDB system. In Section 4 we present PrefDBAdmin, and in Section 5 we describe our demonstration scenario.

2. A PREFERENCE-AWARE DBMS

2.1 Preference Model

First, we will present the preference model that we follow. A preference is defined on a relation \( R \) as a triple with (i) a conditional part that describes the tuples affected by the preference, (ii) a scoring part that scores these tuples, and (iii) a confidence part as a degree of certainty for the preference. Note that while prior preference models have studied the first two aspects, our approach is the first that couples them in a concise, powerful, quantitative model. In addition, confidence is an inherent preference property captured for the first time in our model. Confidence represents a measure of the uncertainty that comes with preferences due to different learning paths. For instance, a preference for the director ‘Woody Allen’ that is explicitly expressed by a user (e.g., using a ‘Like’ button) may have a higher confidence value than a preference derived by the system based on the user’s movie selections (being possibly less certain). Furthermore, preferences can be either atomic or generic. Atomic preferences involve exactly one tuple and capture essentially user ratings. Generic preferences are usually inferred by the system and they are set-oriented, i.e., they are bound to a set of tuples that satisfy a condition.

To illustrate our model, consider an online video rental service and a user, Alice. Alice has rated the film ‘Scoop’ with 8/10 (preference \( p_1 \) in Figure 1). This atomic preference can be expressed as \( p_1[MOVIES] = (σ_{mov_id=1} \cdot \sigma_{year=2003} \cdot 5, 0.8, 1) \), where the selection condition, \( σ_{mov_id=1} \), specifies the movie of interest, and 0.8 is the score. The confidence is 1, since \( p_1 \) represents an explicit rating by Alice. The system has also extracted generic preferences for Alice based on her ratings. Preference \( p_2 \) is expressed as \( p_2[DIRECTORS] = (σ_{director=W.Alien} \cdot \sigma_{year=2000} \cdot 5, 0.8) \) whereas preference \( p_3 \) can be captured as \( p_3[MOVIES] = (σ_{movie.rating>8} \cdot S_rating(0.8)) \). Note how confidence (0.8) in both \( p_2 \) and \( p_3 \) is lower than in \( p_1 \) because \( p_2 \) and \( p_3 \) have not been directly expressed by Alice. Furthermore, the scoring part of a preference can be a function that assigns different scores to the tuples affected by the preference based on the tuple values. For instance, in \( p_1 \), \( S_r \) is a scoring function that assigns higher scores to higher-rated movies. Different scoring functions are part of the system for expressing preferences. PrefDB allows formulating rich preferences (e.g., conditional, multi-relational, etc.). We expect this expressivity to be particularly useful, especially for applications with large database schemas that go beyond the typical single-table “find me a restaurant” scenario. For instance, in a movie rental application, preferences may be expressed using conditions that span over several tables (e.g., a preference for ‘comedies starring Meg Ryan’ would combine conditions on \( GENRES \) and \( ACTORS \) joined with the \( MOVIES \) relation).

2.2 Extended Data Model and Algebra

We extend database tuples in order to reflect preferences as follows. We define a p-relation as a relation with two additional attributes: a score and a confidence. Tuple scores and confidences can be either (i) assigned by evaluating user preferences or (ii) passed over through a relational operator (e.g., join).

When more than one score-confidence pair for a tuple may exist, we combine them into a final score and confidence with the help of an aggregate function. Several aggregate functions might apply, such as the sum, the average, the min/max, and so forth, reflecting different philosophies on how to combine partial values into a total score/confidence. Selecting the most appropriate function depends on the application scenario. In Examples 1 and 2, we will use an aggregate function \( F \) that sums the partial confidence values and calculates a weighted average of the individual scores using the corresponding confidence values as weights.

Further, we extend all relational operators to handle p-relations. For example, the extended join produces the same results as the traditional join but the results also carry scores/confidences that reflect the scores/confidences of the joined tuples based on the aggregate function used. To illustrate, let us consider an example:

**Example 1.** Figures 2(a) and 2(b) show two p-relations MOVIES and DIRECTORS. As depicted, both relations have some already attached scores/confidences reflecting the user’s preferences, where \( \perp \) denotes that no preference is relevant for the specific tuple and it is typically the default score for a tuple. Figure 2(c) shows the result of evaluating MOVIES \( \bowtie \) DIRECTORS using \( F \).

Finally, in order to evaluate preferences on tuples, we introduce a special prefer operator \( \lambda_p.p(R) \). The prefer operator evaluates a preference \( p \) on \( R \) using the aggregate function \( F \). In particular, the prefer operator is executed on all tuples satisfying the preference condition of \( p \), calculates their scores based on the scoring part of \( p \) and, finally, updates tuple scores and confidences using \( F \).

**Example 2.** Consider the p-relation MOVIES in Figure 2(a) and preference: \( p_m[MOVIES] = (σ_{year>2000} \cdot S_m(year, 2012), 1) \), where \( S_m(y, x) = \frac{y}{x} \). Figure 2(d) shows the resulting p-relation after evaluating \( \lambda_{p_m} p(MOVIES) \).

2.3 Preferential Queries

A preferential query combines p-relations, extended relational and prefer operators and returns a set of tuples that satisfy the boolean query conditions along with their score and confidence values that have been calculated after evaluating all prefer operators on the corresponding relations. The better a tuple matches preferences and the more (or more confident) preferences it satisfies, the higher final score and confidence values it will have respectively.
3. PREFDB OVERVIEW

In this section, we briefly describe the basic modules of the PrefDB system implementation (depicted in Figure 3). For a more detailed description of our query optimization and processing strategies, we refer the interested reader to [2].

The profile manager aggregates and stores user preferences and profiles into the PrefDB database. Preferences can be explicitly defined through our graphical tool PrefDBAdmin, or they can be recorded from user actions (e.g., clickthrough data). Thereby, when preferences are not provided along with the input query, the profile manager applies the preference selection algorithm proposed in [5] and selects all preferences, which are related with the user and the query context. For instance, if the user is searching for a recent movie, PrefDB would fetch all preferences defined on MOVIES, as well as joined relations such as DIRECTORS or GENRES.

The query parser takes as input the user query and related preferences and generates a preferential query expressed in the extended relational algebra. Additionally, the query parser generates a baseline extended query plan keeping the order of the operators as defined in the input query. Figure 4(a) illustrates one such query plan.

PrefDB offers two alternative query options: preferences can be provided along with the input query or the system can enrich a non-preferential query with related preferences. In both cases, PrefDB builds a preferential query expressed in our extended relational algebra. In the following, we provide some query examples.

Example 3. Let us consider our online video rental service and that the preferences known for Alice are those depicted in Figure 1. Assume Alice is looking for 2011 movies. In order to return results that are of interest to Alice, the application uses the following query that specifies 2011 movies with the highest scores according to Alice’s preferences.

\[ Q_1 : \top(k, \text{score}) \pi \text{title}, \text{director} \sigma p_3, \text{year}=2011 (\text{MOVIES}) \bowtie \lambda p_k (\text{GENRES}) \bowtie \lambda p_2 (\text{DIRECTORS}) \]

where \( \top(k, \text{score}) \) filters the \( k \) most highly ranked results. \[ \square \]

Example 4. Let us assume that the application provides social recommendations by enriching the movies satisfying Alice’s preferences \((p_2, p_3, p_4)\) with movies suggested by her friend Bob. Say that Bob’s preferences are about movies \((p_2)\) and about actors \((p_5)\). The following query selects the most confident results for Alice and the most highly-ranked results for Bob, and aggregates the two sets of movies into a single list of movies for Alice.

\[ Q_2 : (\pi \text{title}, \text{score} > \tau, \lambda p_3 (\text{MOVIES}) \bowtie \lambda p_k (\text{GENRES}) \bowtie \lambda p_2 (\text{DIRECTORS})) \cup (\pi \text{title}, \text{score} > \tau, \lambda p_5 (\text{MOVIES}) \bowtie \text{MOVIES} \bowtie \text{ACTORS} \bowtie \lambda p_5 (\text{ACTORS})) \]

The query optimizer rerewrites the input query plan into a more efficient one based on the algebraic properties of the prefer operator. For example, given the processing cost required for calculating and aggregating scores, a primary optimization goal is to reduce the input size given to preference evaluation. Therefore, prefer operators will be placed above select and project operators. Further, using the constructed plan as a basis, the optimizer examines alternative execution plans, and estimates their costs based on a cost model that we have developed that incorporates preference evaluation.

The execution engine receives the query optimizer selected query plan and executes it. It supports a set of query evaluation strategies that we have developed. One approach leverages the native query engine by delegating the non-preference query part to be directly executed by the database. Subsequently, the remaining prefer operators are evaluated on the qualifying tuples, similarly to plug-in approaches. Another approach follows a more holistic processing strategy, trying to group together operators or saving intermediate materializations whenever possible.

We have built PrefDB on top of PostgreSQL, by implementing the prefer and extended relational operators as UDFs in pgSQL. However, our system can be easily ported to other relational database systems as well. Further, we emphasize that in contrast with previous systems [6, 7], our implementation does not require any modification of the database source code, making it a practical solution for real-world applications that seek to integrate user preferences into their business logic, especially when hacking the underlying DBMS is not possible or desirable.

4. INTERACTING WITH PREFDB

In this section, we will walk through PrefDBAdmin, a graphical tool that we have implemented for assisting database administrators and application developers (collectively referred to as ‘the designer’ hereafter) in building, testing and tuning their queries with preferences over PrefDB. PrefDBAdmin consists of the following modules, as illustrated in Figure 5.

Profile Explorer. The Profile Explorer (left part of Figure 5) is a tree representation of the databases managed through the tool. For each database, the designer can view its tables, and for each database table, its columns and the preferences attached to it. For example, in Figure 5 the table ACTORS has two related preferences. Preferences are organized in profiles. Designers can select to browse preferences either by table or by the profile they belong to. We distinguish between two profile categories: user profiles are automatically generated by aggregating the preferences for each user, whereas test profiles are manually constructed by the designer to be used for experimentation and tuning of queries with preferences. User profiles can only be used without modifications in queries and they are anonymized to avoid associating preferences with specific users. PrefDBAdmin allows designers to create new preferences or
edit existing ones inside test profiles using the Preference Editor.

Preference Editor. The Preference Editor (Figure 6) allows the designer to create and edit preferences. The designer can customize several preference properties, such as the condition, the scoring part and the confidence. The designer can either specify a constant score for all relevant tuples, or select among a set of predefined scoring functions or edit the body of the scoring function to be used.

Query Builder. The designer can build queries with preferences to be executed by PrefDB. Starting from the Profile Explorer, the user of PrefDBAdmin can select which preferences or profiles will be used in a query. She can manually specify the SQL part and customize query parameters such as the desired number of results to be returned, the minimum score and confidence in the results, the filtering strategy, i.e., top-k or skyline (top part of Figure 5). The designer can further choose the execution algorithm that will be used among the different execution algorithms developed for the PrefDB system and a plug-in implementation [2]. Thereby, the designer can compare PrefDB’s hybrid execution performance to plug-in alternatives for the same query. Finally, the designer can execute the query or save the query specification (using the options given in the menu bar). Using the same menu, the designer can also load a previously saved query specification.

Results Panel. Upon completion of the query execution, the designer can explore different subsets of the results. For instance, she can sort results in different orders, search over the results and modify the number of returned results and score thresholds.

Query Profiler. The system allows users to explore the extended query plan that will be followed, along with cost estimations regarding the individual operations that will be executed (Figure 4(b)). During query execution, the designer can monitor the query execution using the built-in console. Upon completion of the query, the designer can use the statistics tab and view useful profiling information, such as the CPU time actually spent on individual operations and the sizes of intermediate results, and compare them to the predicted values. Finally, the designer can explore historical statistics for the queries that she has recently executed. For example, she can view for the past queries the time spent for preference evaluation and the time spent on other operations such as joins and filters.

5. DEMONSTRATION SCENARIO

In this demonstration we showcase the functionality of the PrefDB framework and the use of PrefDBAdmin. In particular, our goal is to allow the demo participants to experiment with the features of PrefDB on a movie recommendation application that we have developed, based on a database instance that we have extracted from IMDB [1]. For the demo purposes, we have compiled a set of template user profiles, each one consisting of several preferences. Using PrefDBAdmin, attendees will have the option to use any of the available profiles, or construct new ones to be used in queries.

We will navigate through the database schema and user profiles and show how easily preferences can be captured. We will showcase different preference types such as atomic, conditional or multi-relational ones. Further, the demo attendees will be able to edit preferences, create new ones, and combine them into profiles.

Next, we will demonstrate how queries with preferences can be built using PrefDBAdmin. Participants will have the choice to either let the system use the most relevant preferences, or manually select among a set of available preferences and profiles. Further, the attendees will be able to specify a query, configure query parameters and finally execute the query. By changing the query options and re-running the query, participants should be able to experiment with different filtering strategies and examine the impact on the relevancy of the query results through the results panel.

Finally, we will showcase the query profiler, where the participants will be able to inspect the query execution and explore statistics and profiling information. We will focus on selected scenarios that show how the performance is affected by the query complexity and the number of preferences used.
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